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# 摘要

安全漏洞是存在的最关键的软件缺陷之一。一旦确定，程序员的目标是尽快生成可防止该漏洞的修补程序，从而需要自动程序修复（APR）方法来自动生成修补程序。不幸的是，大多数当前的APR方法都有不足之处，因为它们近似于使用示例来防止该漏洞所需的属性。近似计算会导致修补程序无法全面修复漏洞，甚至可能引入新的bug。相反，我们提出了基于属性的APR，它使用人类指定的、独立于程序的和特定于漏洞的安全属性来派生安全漏洞的源代码补丁。与通过观察测试用例的执行来近似的属性不同，这样的安全属性是精确和完整的。主要的挑战在于将这些安全属性映射到可以实例化到现有程序的源代码补丁中。

为了应对这些挑战，我们提出了Senx，它在给定一组安全属性和触发漏洞的单个输入的情况下，检测漏洞输入所违反的安全属性，并生成相应的补丁来强制执行安全属性，从而消除漏洞。Senx用基于属性的APR解决了几个难题：它确定了为了检查安全属性而必须计算的程序表达式和变量，并确定了可以计算它们的程序范围，如果调用现有的程序代码会产生不必要的副作用，它会生成新的代码来有选择地计算所需的值，并且它使用一种新的访问范围分析技术来避免在循环中放置补丁，从而导致性能开销。我们的评估显示，Senx生成的补丁成功修复了11个应用程序中42个真实世界漏洞中的32个，包括用于操作图形/媒体文件的各种工具或库、编程语言解释器、关系数据库引擎、用于创建和管理二进制程序的编程工具集合，以及基本文件、shell和文本操作工具的集合。

# 一、简介

及时修复安全漏洞对于保护用户免受安全危害和防止供应商失去用户信心至关重要。最近的一项研究表明，创建软件补丁通常是修复安全漏洞的瓶颈[19]。结果，整个
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研究人员研究了自动程序修复（APR）[16]、[20]、[26]、[27]、[30]、[34]、[39]、[40]、[54]、[55]，它接受程序和漏洞，并自动提供修补程序来修复漏洞。

与人类开发人员生成的修补程序一样，APR工具生成的修补程序旨在修复缺陷或漏洞。大多数现有工具依赖于一组正/负示例输入来找到一个补丁，使程序在这些示例上正确运行。它们检查修补程序是否满足正示例输入，但会导致负示例输入错误[30]、[34]、[36]。然而，通常很难获得一组完整的示例输入，并且修补程序可能无法在其他输入上正确运行，或者修补程序打算修复的漏洞在给定其他输入的情况下仍然可以被利用。因此，它们可能会生成无法修复漏洞的修补程序，或者更糟的是，会引入新的bug。我们称这种传统方法为“基于实例”。

在本文中，我们提倡一种不同的方法，我们称之为“基于属性的”APR。基于属性的APR依赖于独立于程序、特定于漏洞、特定于人的安全属性。这种安全属性的一个例子可能是，程序不应访问超出缓冲区结尾的部分，以排除缓冲区溢出漏洞。这种基于属性的方法的优点是，一小部分安全属性可以指定一次并在大量程序上使用，而无需指定每个程序的任何特定内容，也无需收集一组全面的测试用例。此外，这些性质本身就是精确和完整的。与基于示例的APR相比，基于属性的APR生成适用于所有可能输入的修补程序；这对于安全性尤其重要，这要求我们不要为攻击者留下漏洞。

基于属性的APR不同于以前全面实施安全属性的工具。相反，APR针对特定漏洞强制执行每个属性，因此可以利用漏洞的上下文生成高效的自定义补丁。例如，SoftBound[32]会插入一个程序，在所有缓冲区上强制执行内存安全，这通常会导致高性能开销。相反，基于属性的APR将特定漏洞（例如缓冲区溢出漏洞）作为输入，并生成针对该漏洞的修补程序。

基于属性的APR的挑战归结为开发一种方法，以确保执行适当的安全属性。不幸的是，基于属性的APR在文献[24]中受到的关注有限，并且存在一些限制其适用性的突出挑战。

首先，由于强制执行的安全属性是特定于漏洞的，APR工具必须为给定的漏洞确定要强制执行的正确属性。在这项工作中，我们假设APR工具的输入只是触发漏洞的输入，可能会导致程序崩溃。因此，APR工具还必须正确识别漏洞和相应的安全属性，以便执行。

其次，我们的目标是生成可供开发人员采用的源代码补丁。因为安全属性是泛型的和独立于程序的，所以必须将它们映射到程序中的变量以生成源代码补丁。但是，有时并非所有与安全属性对应的程序构造都可以在同一程序范围内使用。例如，缓冲区的大小可以存储在仅在分配缓冲区的函数中可用的变量中，而不在访问缓冲区的函数中可用。这要求程序分析能够为这些安全属性生成等效表达式，并在程序中的某个点选择范围内的相交集。

第三，安全属性中的某些术语可能必须映射到不仅涉及程序变量和常量，而且还涉及函数调用的表达式上。例如，程序可能总是通过调用函数来计算对象的大小，因为大小是动态的。因为函数调用可能有副作用，所以补丁必须小心不要调用任何有副作用的函数。因此，APR工具需要检查函数是否有副作用，甚至可能需要在程序中生成新函数来计算所需的值而不引入不需要的副作用。

最后，许多漏洞取决于循环的迭代次数。天真的方法只需检查每个循环迭代的安全属性，从而导致性能开销。为了减少生成的修补程序对性能的影响，APR工具应该了解循环并生成一个修补程序，一旦超出循环就检查安全属性，以避免性能开销。

在本文中，我们提出了Senx，它解决了上述挑战，即使用特定于漏洞的安全属性自动生成安全漏洞的源代码补丁。虽然Senx在理论上可以为指定安全属性的漏洞生成补丁，但是我们演示了Senx对于三类重要的漏洞：缓冲区溢出、错误转换和整数溢出。我们发现Senx能够为超过76%的漏洞生成正确的补丁。Senx未能为其余部分生成修补程序的主要原因是，它无法在程序源代码中找到评估安全属性所需的所有变量都在作用域中的位置，这将需要更改函数原型以允许这些变量跨越这些作用域。

本文的主要贡献如下：

•我们描述了如何在Senx中指定安全属性，并演示了缓冲区溢出、错误转换和整数溢出漏洞的三个示例安全属性。

1               字符\*r e v（常量字符\*输入，字符\*输出）{

2               *//反转*

3               *//inp是输入*4//输出是一个输出缓冲区

5                           i f（i n p！=空）{

6                           int i，l e n=s t r l e n（i n p）；

7                           *//未能检查i f（len+1<=*

*大小\u of \u out）*

8                           对于（i=0；i<l e n；i++）9 o u t[i]=i n p[l e n−i]；

10                          o u t[i]=&apos;\0&apos;；

11                          退货；

12                          }其他

13                          return“###”；

14                          }

15

16              void main（int argc，char argv[]）{\*

17              int s i z e=a t o i（argv[1]）+1；

18              char o u t=（char）ma ll oc（s i z e）；19//补丁：if（s t r l e n（argv[2]）+1>s i z e）。\*\*

20              p r i n t f（“%s\n”，r e v（argv[2]，o u t））；

21              }

清单1：反转输入字符串的程序。它在函数rev中包含缓冲区溢出。

•我们描述了Senx的设计，这是一个基于属性的自动补丁生成系统，使用了新的程序分析技术：表达式翻译、循环克隆和访问范围分析。

•我们在KLEE符号执行引擎的基础上设计了Senx原型，并在11个流行应用程序的42个漏洞的语料库中对其进行了评估，包括PHP解释器、sqlite数据库引擎、用于创建和管理二进制程序的binutils实用程序以及用于操作图形/媒体文件的各种工具或库。Senx在其中32种情况下生成正确的补丁程序，其余情况下由于无法确定其他情况下的语义正确性而中止。评估表明，生成修补程序需要所有三种技术，而未能找到放置修补程序的公共功能范围是最常见的失败原因。

本文的结构如下。我们在第二节激励我们的工作。在第三节中，我们定义并描述了问题Senx地址。第四节和第五节分别描述了Senx的设计和实现。我们特别描述了Senx如何应对第四节D中的第二个挑战，第四节C中的第三个和第四个挑战。我们在第七节给出了评估结果，并在第八节讨论了相关工作。最后，我们在第九节得出结论。

# 二。动机

我们将讨论Senx在本节中要解决的最先进的自动补丁生成工具的局限性。我们使用清单1中的程序作为目标程序，它是从一个真实的缓冲区溢出漏洞CVE中采用的-

2012-0947在流行的媒体流处理库中[42]。

此程序反转输入字符串。它从命令行获取两个输入，一个字符串和一个指定

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 类型 | argv[1] | argv[2] | 输出 | 预期产量 |
| 第 | 1 | A | A | A |
| 第 | 2 | AB型 | 文学士 | 文学士 |
| 不 | 1 | 基础知识 | 中国男子篮球职业联赛 | ### |
| 不 | 2 | 基础知识 | 中国男子篮球职业联赛 | ### |

表一：清单1中程序的测试输入和输出。‘P’型测试输入为正测试输入，而‘N’型测试输入为负测试输入。

字符串的长度，并输出反转的字符串。如果发生错误，程序将输出“###”。为此，它根据传递给它的值动态地分配一个临时缓冲区，并将输入复制到缓冲区中。与真正的漏洞一样，输出缓冲区的分配和输入字符串的处理由两个不同的函数实现。此示例是处理音频/视频流的典型程序。

当输入整数的指定长度小于输入字符串的实际长度时，会发生缓冲区溢出。可以通过添加一个检查来修复缓冲区溢出，该检查强制字符串的实际长度小于要复制到的缓冲区的分配大小。因为缓冲区大小只在main中已知，所以应该在第19行添加检查，并将大小与strlen（argv[2]）进行比较。虽然人类开发人员可以很容易地将此类检查添加到修补漏洞中—实际上，在人类生成的漏洞修补程序中可以找到此类检查，但此代码示例基于[42]—这对当前的APR工具提出了挑战。我们将在下面更详细地描述这些挑战。

基于实例的方法。许多APR工具使用示例输入作为修复漏洞的基础[29]、[30]、[34]、[55]。例如，SemFix和Angelix收集路径约束以生成修复[30]、[34]。

这种方法导致两个问题。首先，生成的约束通常只捕获基于测试用例中使用的具体值的约束，而不捕获程序变量之间关系的约束。为了说明这一点，表I列出了使用这些工具所需的典型测试输入，我们认为这些工具可能会在我们的示例中使用这些输入

清单1。

考虑到这些测试用例，SemFix和Angelix会发现argv[1]值为1或2与阴性测试用例无关，因为它们在阳性和阴性测试用例中都具有这些值。因此，它将错误地推断strlen（argv[2]）<3需要添加到代码中才能正确。生成不正确的修补程序是因为测试用例套件没有包含strlen（argv[2]）>2的阳性测试用例。这说明了基于示例的系统的缺点，因为它们很容易成为测试套件中丢失案例的牺牲品，而这些案例很难完成。

基于属性的方法。AutoPaG[24]还使用一个安全属性（如谓词）来创建补丁。然而，AutoPaG只处理一种类型的漏洞，缓冲区溢出，因此它不需要识别漏洞的类型来强制执行适当的安全属性。如果漏洞不是缓冲区溢出，则它无法生成正确的修补程序。

此外，如果需要强制执行安全属性的位置与发生漏洞的位置不在同一函数中，则AutoPaG无法生成修补程序。在我们的例子中，缓冲区溢出发生在rev函数中，但是补丁必须放在main中。

最后，AutoPaG通过在运行时检测代码来强制其安全属性。在清单1中，AutoPaG将在第8行的for循环中插入并检查缓冲区大小，从而导致性能开销。相反，Senx通过分析循环边界象征性地提取循环访问的内存范围，允许它检查循环外部的安全属性。

# 三、 问题定义

我们首先定义什么是Senx补丁，Senx补丁提供什么保证，以及如何定义Senx特定于漏洞的安全属性。

## A.补丁

要生成修补程序，Senx需要能够触发目标漏洞的输入。通常，这是一种输入类型，可以从概念验证漏洞或fuzzer生成的输入中派生，fuzzer可以使程序崩溃。由此，Senx生成一个补丁，确保它支持的所有安全属性都保持不变，其中每个安全属性对应于特定类型的漏洞。Senx修补程序可以采用以下两种形式之一：A）检测安全属性是否不再有效，如果有效，则引发错误，将程序执行从漏洞所在的路径引开（我们称之为check anderror修补程序）；b）防止违反安全属性（我们称之为repair修补程序）。

## B.安全性能

每个安全属性对应一个漏洞类型，是一个抽象的布尔表达式，当映射到程序中的具体变量时，可以对其进行计算。我们描述了Senx目前支持的两种安全属性。

缓冲区溢出。当遍历缓冲区的一系列内存访问从缓冲区内的内存位置交叉到缓冲区外的内存位置时，会发生缓冲区溢出。相应的Senx安全属性定义了两个抽象值：内存访问和缓冲区。Senx使用术语buffer来指代任何有界内存区域，其中可能包括结构、对象或数组。内存访问可能对应于数组解引用或指针解引用，但必须发生在循环内部。此安全属性既包括内存访问超过缓冲区上限范围的情况，也包括内存访问低于下限范围的情况（有时称为缓冲区下溢）。

糟糕的演员阵容。此安全属性检查由基指针的偏移量导致的内存访问是否小于基指针所指向的缓冲区的上限。虽然这种脆弱性可能是由于各种原因造成的，但是
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图1:Senx的工作流程：每个圆角矩形表示Senx的面片生成步骤，每个带竖线的矩形表示Senx的一个组件。

最常见的原因是程序员错误地将指针强制转换为与指针所指向的对象不兼容的类型。此安全属性可以防止简单结构和对象以及嵌套结构和对象的错误强制转换。

整数溢出。当给变量赋值大于或小于变量中可以表示的值时，就会发生整数溢出。如果溢出的结果用于分配缓冲区，则可能会出现整数溢出漏洞，从而导致缓冲区比预期的小得多。因此，相应的安全属性检查内存分配中使用的值是否不是整数溢出的结果。

作为一个原型，我们只从这三个漏洞类开始。尽管如此，它们具有足够的代表性，足以捕捉到相当比例的CVE漏洞。我们对2018年报告的CVE进行了非正式分析[15]。在我们分析时，已经报告了8507个漏洞，最流行的漏洞类别是拒绝服务、代码执行和溢出。通过随机检查这三个漏洞类别的100个CVE报告，我们发现25%的CVE漏洞属于缓冲区溢出、错误转换和整数溢出。我们相信Senx背后的原理可以扩展到其他漏洞类，我们打算在未来的工作中这样做。

# 四、 设计

## A.概述

Senx的目标是生成可以被开发人员轻松验证和采用的源代码补丁。Senx通过四个不同的步骤生成补丁：漏洞识别、谓词生成、补丁放置和补丁合成，如图1所示。

首先，在漏洞识别过程中，Senx获取一个程序和一个可以触发漏洞的输入，并输出违反的安全属性、程序中的漏洞点[4]和执行跟踪的源代码表达式。Senx利用concolic执行，使用触发输入的漏洞来生成输入的执行跟踪。然后，Senx检查执行跟踪，以确定违反了哪个安全属性以及违反了哪个安全属性的点，即漏洞点，该漏洞点也可以作为修补程序的候选位置。因为不是每个程序操作都会影响安全属性，所以Senx只检查可能影响安全属性的操作集的安全属性。例如，Senx只检查影响内存分配大小的整数是否溢出。执行跟踪被转换成表达式，用于合成源代码级补丁。由于我们的目标是修补源代码，这些表达式必须符合目标程序的编程语言的语法。

第二，在谓词生成中，Senx获取被侵犯的安全属性（也意味着漏洞的类型）和由漏洞识别生成的源代码表达式，并输出防止安全侵犯所需的谓词。谓词生成将上一步中标识的安全属性映射到程序源代码中变量和函数调用的具体表达式。因此，结果谓词表示适合于合成源代码级补丁的源代码表达式的安全属性。

第三，在补丁放置过程中，Senx使用漏洞识别中发现的漏洞点和谓词生成中产生的谓词来找到插入补丁的程序位置。这一步解决了查找谓词中所有必需变量都在作用域中的程序位置的问题。Senx使用表达式转换，如第IV-D节所述，将所有必要的变量转换为公共范围。对于检查和错误修补程序，Senx要求当前作用域具有一些要调用的错误处理代码。它使用Talos[19]来查找和选择错误处理代码。

最后，在补丁合成中，Senx获取补丁位置和实例化谓词来生成补丁代码。目前唯一可以生成修复补丁的漏洞类是整数溢出。在所有其他情况下，Senx生成一个检查和错误修补程序，检查修补程序谓词，并在谓词的计算结果为true时调用错误处理代码。

## B.漏洞识别

Senx在漏洞识别过程中使用的concolic执行引擎基于KLEE[7]。Senx使用vulnerabilitytriggering输入执行LLVM IR指令中的程序，直到违反安全属性为止。它将此点标记为漏洞点。此阶段的主要输出是脆弱点、违反的安全属性和一组表示已执行程序中变量的符号值的符号表达式。

我们修改了KLEE的llvmir执行引擎，以提取保留足够信息的表达式，从而可以轻松地转换回源代码。在大多数情况下，这涉及到将源代码符号名与LLVM一起存储

IR说明。

SEX还扩展了KLE，支持对诸如C/C++结构的复杂数据类型的支持，使得将符号表达式翻译成补丁生成的源代码语法成为可能。例如，结构的字段必须附加到其父对象，并且生成的语法会根据父对象是使用指针引用还是使用包含实际对象的变量引用而变化。数组和结构也可以嵌套，并且必须使用正确的语法来表示相对于顶级对象的嵌套级别。Senx有自己的IR来记录这些关系，因此可以将值转换回源代码表达式，该表达式包含父结构或数组的名称，而不仅仅是字段名或数组索引。这样，Senx就可以恢复foo→f.bar[10]等变量的完整表达式，如果没有这些扩展，Senx只知道该变量对应于数组中的第10个元素。

## C.谓词生成

谓词生成的目的是将前一阶段识别的违反安全属性的抽象布尔表达式映射到程序源代码中的具体表达式。Senx使用在脆弱性点违反安全属性的变量作为生成谓词的起点。

整数溢出属性的情况是最简单的。在这种情况下，当使用具有溢出的整数来确定缓冲区分配的大小时，将违反该属性。因此，Senx生成一个谓词，以防止整数变量溢出。造成这种脆弱性的原因有两种。在第一种情况下，程序将溢出运算的结果赋给大小大于运算大小的变量（例如，将溢出32位乘法的结果赋给64位变量）。在这种情况下，Senx通过修改操作的类型来生成修复补丁，以便不会发生溢出（例如，将32位乘法更改为64位乘法）。在第二种情况下，没有这种转让。因此Senx生成一个check和error谓词来检查结果是否小于预期值（例如，如果加法的结果小于它的任何一个输入）。

用于检测错误强制转换的谓词采用以下形式

（记忆）*访问>缓冲区上面的访问<缓冲区降低*

要生成这个谓词，Senx必须将∗映射到提供内存访问地址的源代码表达式，并开发捕获∗和∗的表达式。为了提取用于内存访问的表达式，Senx遍历嵌套的结构或类关系以生成一个表达式，该表达式包含生成正确的源代码表达式所需的任何父结构或对象。例如，要确定嵌套结构中某个字段的偏移量，Senx首先确定该字段与其直接父结构的偏移量，然后递归地累加每个嵌套级别的偏移量，直到可以确定与基结构的完全偏移量为止。*记忆接近缓冲器上面的缓冲器降低*

对于涉及使用基指针和偏移量进行内存访问的坏类型转换，缓冲区的下限由基指针给定。要为上限生成表达式，Senx需要找到分配缓冲区的点，以便提取缓冲区的大小。Senx首先尝试使用过程内路径敏感数据流分析将访问的缓冲区与分配点相匹配。如果这不能解析为唯一的分配点，Senx将使用从程序对漏洞触发输入的执行中派生的过程间调用历史来细化分析。一旦Senx找到分配点，它就从传递给分配函数的表达式（即malloc或某个变量）中导出大小。如果提取的表达式是正确的，并且内存分配被正确识别，那么这种计算是正确的，如果应用程序只使用Senx理解的标准内存分配函数，那么这种计算是正确的。我们的SENX原型目前只支持标准的LIB和C++内存分配功能。

最后，检测缓冲区溢出的谓词具有以下形式

（记忆）*接近上>缓冲区上面的接近下部<缓冲器降低*

提取缓冲区范围表达式的过程基于坏的cast情况，但有一些小的差异。因为缓冲区溢出的内存访问没有基指针，所以Senx通过记录同一条指令最后一次合法访问的缓冲区来推断非法内存访问可能要访问哪个缓冲区。然后通过找到缓冲区的分配点，类似地计算缓冲区的大小。在这种情况下，与其将sizeof（）参数传递给内存分配函数，不如将算术表达式传递给内存分配函数，以分配可变大小的数组。这种差异并不影响Senx，因为它的目标是提取表达式并将其注入源代码补丁，程序将在运行时对其进行编译和计算。

对于缓冲区溢出谓词，另一个要求是在发出一组顺序内存访问的循环中提取内存访问范围的表达式。这更复杂，因为循环可以执行的迭代次数可能不同。为了计算内存访问范围，Senx使用了两种互补的循环分析技术：循环克隆和访问范围分析。循环克隆和访问范围分析都将目标程序中的函数F和在缓冲区溢出中执行错误访问的指令inst作为输入，并返回inst的符号内存访问范围[A1，an]。然后可以将该符号访问范围与生成的修补程序中的分配范围进行比较，以确保安全。

访问范围分析。Senx依赖LLVM的内置循环规范化功能[8]来执行访问范围分析，该功能计算规范化循环的访问范围。循环规范化寻求将循环转换为标准形式，其中包含初始化循环迭代器变量的预头、检查是否结束循环的头和单个后缘。以这种方式提取单个循环的访问范围非常简单。主要的困难是扩展它来处理嵌套循环。

使用算法1中描述的算法对嵌套循环执行访问范围分析。它分析了循环

1                           字符（x，y）{\*

2                           返回（char）ma llo c（x y+1）；\*\*

3                           }

4

5                                                      int foo（字符）{\*

6                                                      +i f（（双）（c o l s+1）（s i z e/c o l s）+1>\*

7                                                      +行\*（c o l s+1）+1）

8                                                      +回路−1；

9                                                      char o u t p u t=f o o m a l o c（行，c o l s+1）；\*

10                                                   i f（！（上）

11                                                   回路−1；

12                                                   b a r（p，s i z e，c o l s，o u t p u t）；

13                                                   返回0；

14                                                   }

15

16                                                                            void b a r（字符src，int s i z e，int c o l s，字符d e s t）{\*\*

17                                                                            char\*p=d e s t；char\*q=s r c；

18                                                                            而（q<src+siz e）{

19                                                                            for（无符号j=0；j<cols；j++）

20                                                                            \*（p++）=\*（q++）；

21                                                                            \*（p++）=&apos;\n&apos;；

22                                                                            }

23                                                                            \*p=&apos;\0&apos;；

24                                                                            }

清单2：带有补丁（前缀为“+”）的缓冲区溢出CVE-2012-0947。

将内存访问指令inst封装在函数F中，从最里面的循环开始，迭代到最外面，累积循环归纳变量（包括inst使用的指针）的增量和减量。

我们使用清单2中的循环作为示例，说明如何将算法1应用于嵌套循环。在这种情况下，bar是函数F，inst是使用第42行的指针p进行的内存写入。对于每个循环，Sen通过调用helper函数find\u loop\u bounds来检索循环迭代器变量及其边界。Senx还获取循环的归纳变量列表及其值，这是通过调用另一个助手函数find\u loop\u updates，归纳变量在每次循环迭代中增加或减少的固定量。在我们的示例中，对于第19-20行中最里面的for循环，我们有=j=0，end=cols和j 7→1，p 7→1，q→7 1 In。*更新iter公司，首字母更新*

然后，算法1象征性地将对每个归纳变量的更新累积到引用的数据结构，该数据结构将每个归纳变量映射到表示对归纳变量的累积更新的表达式。例如，它将把j7→1、p7→1、q7→1存储到for最里面的for循环中。然后，它综合表达式来表示循环的总迭代次数。在算法的第16行，我们将得到=cols，它由（cols-0）/1简化而来。*acc公司acc公司计数*

有了总的迭代次数，它将每个归纳变量的累积更新乘以总的迭代次数。因此，在从第18行到第19行的循环之后，将有j7→colsp 7→colsq 7→cols*acc公司,,*

算法1。

![](data:image/gif;base64,R0lGODlhSQETAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAAAAABJARMAgAAAAAAAAAJ3RI6py+0Po5y02ouz3rz7A4TiSJbmiabqyrbuC8fyTNf2jef6zvf+DwwKh8Si8YhMKpfMpvMJjUqn1Kr1is1qt9yu9wsOi8fksvmMTqvX7Lb7DY/L5/S6/Y7P6/f8vv8PGCg4SFhoeIjY87HI2Oj4CBkpObkBUAAAOw==)完成后，它将继续分析下一个循环，如清单2所示，它是一个while循环，用于封闭内部for循环。因此，我们将使用算法1查找内存访问的访问范围。*仪器*

Input：：函数：中的内存访问指令*F级仪器F级*

输出：\访问的初始地址\访问的结束地址*acc公司最初的安装附件结束仪器*

1:程序分析\访问\范围

       2:：归纳变量的累计更新*. acc公司*

       3: ← ∅*acc公司*

       4:u2;←最里面的\_2;（仪器）*最里面的环环*

       5:最外层*最外层环环*

       6: ← ∅*访问*

       7:对于∈[innerst\ do]*我环，最外层环*

       8:←查找循环边界（F，l）*iter，首字母，结尾*

       9:←查找循环更新（l，已访问）*更新，已访问*

     10:象征性地添加导入更新*.*

     11:对于∈更新do*变量，upd*

     12:{var}←sym\u add（acc{var}，upd）*acc公司*

     13:结束

14:符号表示as的迭代次数*. 我计数*

     15:u1;←更新{iter}*升级版iter公司*

     16:←sym\_div（sym\_sub（end，initial），upd璝）*计数iter公司*

17:将归纳更新与*. 我*

     18:对于∈acc do*变量，upd*

     19:如果在最后一个循环（）中初始化了，那么*变量*

     20:{var}←sym\u mul（acc{var}，count）*acc公司*

     21:如果结束

     22:结束

     23:结束

     24:←获取指针（inst）*ptr公司*

     25:uu←循环\u头\u指令（最外层\uu）*第一仪器环*

     26:找到它的定义\_*. ptr公司第一仪器*

     27:u←达到定义（F，第一个）*acc公司最初的安装，ptr*

     28:←sym加（acc{p}）*acc公司结束首字母，根据*

29:返回\uuu30:结束程序*acc公司首字母，根据结束*

![](data:image/gif;base64,R0lGODlhSQEBAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAAAAABJAQEAgAAAAAAAAAIRRI6py+0Po5y02ouz3rz7AxQAOw==)

*iter公司*=q=src=src+size和p7→1 in在算法的第10行，j 7→cols，p7→cols+1，q 7→cols in和=size/cols在算法的第17行，最后j 7→colsp 7→（cols+1）\*（size/cols）q 7→size in。请注意，该算法不会将循环的迭代次数乘以j，因为j总是在最后分析的循环（最里面的for循环）中初始化。*，首字母，结束更新acc公司计数,,acc公司*

在分析了所有的循环之后，该算法得到了所使用的指针，并执行到达定义数据流分析，以找到到达最外层循环开始处的定义。例如，我们将使用=p和bar第16行的赋值p=dest作为p的到达定义。从这个到达定义中，它提取p的初始值，u2;=dest。最后，通过将初始值dest与p（cols+1）\*（size/cols）from的累积更新相加，再加上第22行通过指针p的最后一次写入，得到p的结束值u2;=dest+（cols+1）\*（size/cols）+1。因此它回来了*仪器ptr公司仪器ptr公司acc公司最初的acc公司结束acc公司*

[dest，dest+（cols+1）\*（size/cols）+1]作为表示访问范围[A1，An]的表达式。

我们的访问范围分析可以看作是一种基于模式的循环分析[14]，有几个不同之处。一方面，访问范围分析旨在将循环迭代次数导出为包含程序变量和/或常量的表达式，而基于模式的循环分析旨在将循环迭代次数导出为常量。另一方面，访问范围分析要求对循环进行规范化以适应基于模式的循环分析所需的模式，并依赖循环规范化来规范化循环。

循环克隆。访问范围分析不能应用于LLVM无法规范化的循环。对于这些循环，Senx使用循环克隆。作为一个例子，考虑清单3中的循环，其中Senx应用循环克隆来生成保留循环迭代次数的新代码，但删除了导致副作用的代码。然后可以使用新代码在生成的修补程序中安全地返回访问范围。

因为补丁必须插入到访问范围和分配范围都可用的函数中，所以循环克隆首先在分配缓冲区的函数和循环驻留的函数（即F）之间的调用上进行搜索。如果找不到这样的函数，Senx将无法生成修补程序。否则，它将指定找到的函数，然后将调用链中的每个函数从F克隆到返回访问范围的新代码。因此，每个fi要么是F的直接调用方，要么是F本身。*p我p我*

循环克隆需要满足两个要求：1）F必须计算访问范围并将访问范围传递给其调用者；2）F的任何直接或间接调用者必须将从其调用者处接收的访问范围向上传递给调用链上的下一个函数。使用以下步骤克隆每个FI。*我*

1） 循环克隆克隆Finto的整个代码*我*

克隆。*我*

2） 使用程序切片，它删除所有不需要的语句，以便计算访问范围或将访问范围传递给F。如果Fis F，它将保留inst的执行依赖的语句。如果fi是F的直接或间接调用方，则它保留对F的调用所依赖的语句。*p我我*

3） 它将F\u clone的返回类型更改为void，并删除F\u clone中的任何return语句。*我我*

4） 它将两个输出参数start和end添加到

克隆。如果是Fis F，它会在（嵌套的）循环之前插入语句，将错误访问中使用的指针或数组索引的初始值复制到start，并在循环之后插入语句，将此类指针或数组索引的结束值复制到end。如果Fis是F的调用者，它将更改call语句*我我我*

1                    int解码（const char in，char o u t）{\*\*

2                    国际一级；

3                    字符c；

4                    i=0；

5                    while（（c=（in++）！= &apos; \ 0 &apos; ) {\*

6                    If（c==&apos;\1&apos;）

7                    c=\*（in++）−1；

8                    输出[i++]=c；

9                    }

10                 返回i；

11                 }

12

13              字符自定义解码（const char data，int d a t a l e n）{\*\*

14              字符r e t=m al loc（d a t a l e n）；\*

15              i f（r e t&&！解码（d a t a+1，r e t））{

16              f r e（r e t）；

17              r e t=零；

18              }

19              返回时间；

20              }

清单3：一个复杂循环，包含一个复杂循环退出条件和对多个执行路径上的循环归纳变量的多个更新。

1                          +void d e c o d e \u c l o n e（const char in，char out，char\*\*

            \*\*s t a r t，字符\*\*结束）{

2                          字符c；

3                          +\*s t a r t=英寸；

4                          while（（c=（in++）！= &apos; \ 0 &apos; ) {\*

5                          If（c==&apos;\1&apos;）

6                          c=\*（in++）−1；

7                          }

8                          +\*结束=in；

9                          }

10

11                    字符自定义解码（const char data，int d a t a l e n）{\*\*

12                    字符r e t=m al loc（d a t a l e n）；\*

13                    +char\*s t a r t，\*结束；

14                    +d e c o d e l o n e（d a t a+1，r e t，&s t a r t，&end）；

15                    i f（r e t&&！解码（d a t a+1，r e t））{

16                    f r e（r e t）；

17                    r e t=零；

18                    }

19                    返回时间；

20                    }

清单4：一个克隆的切片循环，不再包含任何有副作用的语句并返回迭代次数。Senx添加或修改前缀为“+”的语句，以计算并返回循环迭代次数。

在调用参数列表中包含两个输出参数。

在克隆每个F之后，循环克隆会将对最后一个克隆的函数的调用插入到F中，从而返回start和end中的访问范围。随后将合成一个补丁以利用返回的访问范围。*我p*

要了解循环克隆是如何工作的，请考虑清单3中的示例，它提供了一个循环，该循环改编自PHP中的一个实际缓冲区溢出漏洞CVE-2007-1887[38]，PHP是一个脚本语言解释器。函数解码时发生缓冲区溢出。循环具有复杂的循环退出条件和对循环归纳变量in的多次更新，这些更新取决于in所指向的缓冲区的内容。循环克隆的结果如清单4所示。使用decode作为F调用循环克隆，第5行的错误访问作为inst。它首先发现udf\u decode函数位于要解码的调用链上，并且在该链中分配范围可用。因为udf\u decode直接调用decode，所以它只需要克隆decode。然后，它将函数decode克隆为decode\u clone，然后应用程序切片以第5行和变量c和in作为切片标准对\u clone进行解码。decode在第8行也有一个潜在的写缓冲区溢出，但是在这个例子中，我们着重于生成一个谓词来检查in是否可以超过它所指向的缓冲区的末尾。程序切片使用向后分析，并删除与第5行的c和in值无关的所有语句，包括第2、4和8行。程序切片后，它将decode\u clone的返回类型更改为void，并删除所有返回语句。在解码克隆的参数列表中增加了两个输出参数start和end。然后在第3行插入一条语句，将in的初始值复制到循环之前的start，在第8行插入一条语句，将in的结束值复制到循环之后的end。最后，它在函数udf\ U decode中插入一个在第14行对\ U clone进行解码的调用和一个在第13行声明start和end的语句。

循环克隆产生的新代码不能有任何副作用。如果不能产生这样一个无副作用的切片，Senx将中止补丁生成。

函数调用。在某些情况下，提取的表达式包含函数调用的结果。在这种情况下，Senx必须小心，不要在生成的谓词中调用有副作用的函数。

Senx将副作用定义为：1）对函数外部可见内存的可能更改，或2）对具有外部影响的系统调用的调用，或3）对具有任何副作用的函数的调用。我们把没有副作用的函数称为安全函数。首先，它认为对全局变量的任何写入都是一种副作用。为保守起见，它还将通过传递给函数的指针参数进行的任何写入视为副作用。其次，它使用了一个没有外部影响（如更改文件系统状态或输出到设备或网络）的常见API函数和系统调用的白名单。在白名单上调用函数或系统调用被认为没有副作用。

Senx使用流敏感、上下文不敏感的过程内静态分析来识别安全函数列表。在开始时，列表只包含白名单上的函数。Senx对目标程序的每个函数执行分析，并将没有副作用的每个函数添加到列表中。

对于每个函数，Senx都维护一组可能“不安全”的被调用函数。每当一个新函数F被添加到列表中时，对于调用F的每个函数，Senx都会从“不安全的”被调用函数集中删除F。当这样的函数集变为空时，Senx会将该函数视为“安全的”，并将该函数添加到列表中。

## D.表达式翻译

因为Senx生成的补丁是源代码补丁，所以补丁的谓词必须在单个函数范围内求值。然而，有时分配范围在一个功能范围中计算，而存储器访问范围在不同的功能范围中计算。因此，表示分配范围的表达式和表示内存访问范围的表达式在单个函数范围内并不都有效。要使表达式在单个函数作用域中都有效，一种可能的解决方案是将源函数作用域中有效的表达式作为调用参数发送到表达式无效的目标函数作用域。这种方法需要向目标函数添加新的函数参数，并在目标函数的每个调用位置添加相应的调用参数。我们决定不使用这种方法，因为它需要对从源函数到目标函数的调用链上的任何函数进行代码更改。此外，调用任何已更改函数的不相关函数也必须更改，这会导致非常具有侵入性的修补程序。

*表达式翻译*通过将源函数作用域中的表达式转换为目标函数作用域中的等效表达式来解决此问题。它不需要像前面提到的解决方案那样添加新的函数参数或调用参数。Senx使用表达式转换将缓冲区大小表达式和内存访问范围表达式转换为单个函数作用域，在该函数作用域中对谓词进行求值。我们称之为聚合谓词的过程。*出口fs公司出口fd公司*

在较高的层次上，表达式翻译可以看作是一种轻量级的函数摘要[17]。函数摘要建立函数的输入和输出之间的关系，表达式翻译建立函数的输入和函数的局部变量子集之间的关系。它的工作原理是利用调用者传递到函数中的参数与在被调用者的作用域中接受参数值的参数之间的等价性。使用这种等价性，表达式转换可以迭代地转换传递给调用图中的函数调用的表达式。形式上，表达式翻译可以将表达式、iff中的内存访问范围表达式和iff中的缓冲区大小表达式之间的比较沿着连接的边集E和程序调用图中的边集收敛，一种表达式，相当于或沿路径形成连续的边集，以便和可以沿这些边集转换为公共范围。*扩展fa公司出口fs公司fa公司fs公司扩展出口扩展出口*

请注意，程序所声明的变量在不同的函数（如C/C++）中的全局变量之间不需要进行转换，但使用这种变量并不十分普遍。我们把函数参数和这类变量统称为非局部变量。我们把只包含非局部变量的表达式称为非局部表达式。

Senx中表达式翻译的底层实现由两个函数组成。算法2中列出的函数translate\u se\u to\u scopes是表达式翻译的核心。它将特定表达式转换为调用堆栈中所有候选函数的作用域。*出口堆栈*

![](data:image/gif;base64,R0lGODlhSQEgAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAAAAABJASAAgAAAAAAAAAKZjI+py+0Po5y02ouz3rwjAIbiSJbmiabqyrbuC8fyTNf2jef6zvf+DwwKh8Si8YhMKpfMpvMJjUqn1Kr1is1qt9yu9wsOi8fksvmMTqvX7Lb7DY/L5/S6/Y7P6/f8vv8PGCg4SFhoeIiYqLjI2Oj4CBkpOUlZaXmJmam5ydnp+QkaKjpKWmp6ipqqCuDR6voKGys7S1urAVAAADs=)算法2将表达式转换为调用堆栈上每个函数的作用域。

Input：：调用堆栈由调用指令的有序列表组成*堆栈*

*出口*：要翻译的表达式：与之关联的指令*仪器出口*

输出：\在调用堆栈上每个调用函数的作用域中转换的*翻译出口出口*

1:过程将\u SE \u转换为\u作用域

2:转换为一个表达式，其中所有变量都是*. 出口功能*

       3:←获取函数（）*功能仪器*

       4:←使\u非局部\u expr（）*出口函数、指令、表达式*

       5:如果6=∅那么*出口*

       6:对于∈堆栈do*呼叫*

7:用中使用的相应参数替换中的每个参数变量*. 出口呼叫*

       8:←用参数替换参数*出口呼叫，出口*

       9:←获取函数（）*功能呼叫*

     10:u3;[func]←表达式*翻译出口*

     11:←使\u非局部\u expr（）*出口函数，调用，表达式*

     12:如果=∅那么*出口*

     13:休息

     14:如果结束

     15:结束

     16:如果结束

     17:返回\_*翻译出口*

18:结束程序
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我们将用清单2中的代码说明它是如何工作的。为了简单起见，我们使用源代码行号来表示相应的指令。为了转换缓冲区溢出所涉及的缓冲区大小，Senx发现缓冲区是从与每个内存分配相关联的调用堆栈的第2行的malloc调用分配的，并调用translate\u se\u To\u scopes with=[line 9]，=“x\*y+1”，=line 2，=foo\u malloc。*堆栈出口仪器功能*

该函数首先将“x\*y+1”转换为一个定义，其中变量是foo\u malloc的所有参数，如果这种转换是可能的，我们称之为非局部定义。这个转换是由算法3中列出的make\_nonlocal\_expr函数完成的，它试图为中的每个变量找到一个非局部定义，然后用匹配的非局部定义替换每个变量。make \u nonlocal \u expr依赖于find \u nonlocal \u def \u for \u var，它递归地查找函数中局部变量的定义，最终根据函数参数、全局变量或函数调用的返回值为它们建立定义。请注意，非局部定义只能是算术表达式的形式，而不涉及任何函数。在这种情况下，结果也是“x\*y+1”，因为x和y都是foo\u malloc的参数。*出口出口*

![](data:image/gif;base64,R0lGODlhSQETAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAAAAABJARMAgAAAAAAAAAJ3RI6py+0Po5y02ouz3rz7A4TiSJbmiabqyrbuC8fyTNf2jef6zvf+DwwKh8Si8YhMKpfMpvMJjUqn1Kr1is1qt9yu9wsOi8fksvmMTqvX7Lb7DY/L5/S6/Y7P6/f8vv8PGCg4SFhoeIjY87HI2Oj4CBkpObkBUAAAOw==)算法3生成一个非局部表达式。

Input：：函数：中的指令：与*f仪器f表达式仪器*

输出：非本地化*非局部的出口出口*

|  |  |
| --- | --- |
| 1:程序生成非本地表达式  2:存储中每个变量的非局部定义*. 映射出口* | |
| 三： | *映射*← ∅ |
| 4: | 对于∈expr do*变量* |
| 5: | 如果¨is \u var \u nonlocal（），那么*f、 变量* |
| 6: | *定义*←查找非局部变量*f、 仪器，变量* |
| 7: | 如果=∅那么*定义* |
| 8: | *.* 我们找不到的非局部定义*变量* |
| 9: | 回流管∅ |
| 10: | 其他的 |
| 11: | *映射*[var]←定义 |
| 12: | 结束if |
| 13: | 结束if |
| 14: | 结束 |
| 15: | *.* 将每个变量的出现处替换为 |
| 非局部定义  16:u←替换\_vars（）*非局部的出口表达式，映射*  17:返回\_*非局部的出口*  18:结束程序 | |
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然后，它从第9行开始迭代中的每个调用指令。对于每个调用指令，它用调用指令中使用的参数替换中的参数。对于第9行，它通过调用helper函数substitute \u parms \u with \u args，分别用行替换x，用cols+1替换y。因此，“x\*y+1”变为“rows\*（cols+1）+1”。因此，它将“rows\*（cols+1）+1”与函数foo相关联，并将关联存储在｜，因为第9行存在于函数foo中。之后，它尝试将“rows\*（cols+1）+1”转换为关于foo的非局部定义。此时，它将停止，因为行和列都被分配了函数extract\ int的调用返回值。否则，它将转到调用堆栈上的下一个函数，并继续向上转换调用堆栈。然而，在这种情况下，表达式转换还能够将内存访问范围表达式从bar的范围转换为foo的范围。因此，Senx将patch谓词放在foo中。如果表达式转换无法收敛表达式，Senx将中止补丁生成。*堆栈出口出口翻译*

# 五、实施

我们已经将Senx实现为KLEE LLVM执行引擎的扩展[7]。与KLEE一样，SENX也适用于编译成LLVM位代码的C/C++程序[48 ]。

我们重复使用KLEE的LLVM位码执行部分，如第IV-B节所述，来实现我们的表达式生成器，但不使用KLEE的任何约束集合或求解部分。为了简单和易于调试，我们将表达式表示为文本字符串。为了支持算术运算和简单的数学函数表达式，我们利用GiNaC，C++库设计，以支持代数表达式的符号操作[1 ]。

我们实现了一个单独的LLVM转换过程，用循环上的信息（如循环前头和头的标签）注释LLVM位码，这些信息随后被访问范围分析使用。这个过程依赖于LLVM对自然循环的规范化来规范化循环[8]。我们将LLVMSlicer[46]扩展为循环克隆。为了定位错误处理代码，我们使用了Talos[19]。

我们的内存分配记录器使用KLEE插入内存分配，并为每个内存分配存储调用堆栈。Senx扩展KLEE来检测整数溢出，并将现有的内存故障检测合并到KLEE中来触发补丁生成。对于别名分析，Senx利用DSA指针分析[22]。

SEX是用2543行C/C++源代码实现的，不包括用于识别错误处理代码的TALOS组件[19 ]。

# 六、 讨论

我们的Senx原型支持三种漏洞类型：缓冲区溢出、错误转换和整数溢出。我们相信，安全特性可以用于为许多其他脆弱性类型生成补丁。因为我们的目标是生成可供开发人员采用的源代码补丁，所以只要漏洞类型的安全属性可以具体化为目标程序源代码中的程序表达式，这种方法就可以应用于任何漏洞类型。

例如，可以使用关于哪些操作被视为检查以及哪些操作被视为使用的信息，为诸如检查时间到使用时间漏洞之类的时间漏洞编写安全属性。还可以为缺少的安全检查漏洞编写安全属性，其中包含有关哪些操作需要安全检查以及使用哪些API函数来执行这些安全检查的信息。虽然提供这样的信息可能需要开发人员付出一些努力，但只需要做一次。

我们注意到，对于某些漏洞，源代码中需要额外的工具。在我们对Senx的真实漏洞评估中，我们发现阻止Senx生成修补程序的最常见原因是无法找到一个公共程序作用域，在该作用域中，合成谓词所需的所有程序表达式都可用。对于这种情况，使用在函数作用域之间传递所需表达式的附加参数创建函数克隆的能力将使Senx也能够覆盖这些情况。我们计划在将来的工作中为Senx添加这样的功能。

# 七。评价

首先，我们评估了Senx在修复现实世界漏洞方面的有效性。其次，我们评估由Senx生成的补丁的质量。我们手动检查所有

|  |  |  |
| --- | --- | --- |
| 应用程序。 | 说明 | SLOC公司 |
| 自动追踪 | 将位图转换为矢量图形的工具 | 19,383 |
| 比努蒂尔斯 | 用于管理和创建二进制程序的编程工具的集合 | 2,394,750 |
| 立明 | 用于创建adobeflash文件的库 | 88,279 |
| 利伯蒂夫 | 用于操作TIFF图形文件的库 | 71,434 |
| 菲律宾比索 | PHP编程语言的官方解释程序 | 746,390 |
| 橄榄石 | 关系数据库引擎 | 189,747 |
| ytnef公司 | TNEF流读取器 | 15,512 |
| zziplib公司 | 用来阅读ZIP档案的图书馆 | 24,886 |
| 碧玉 | JPEG标准的编解码器 | 30,915 |
| 库存档 | 多格式存档和压缩库 | 158,017 |
| 杂烩 | 跟踪位图图形的工具 | 20,512 |
| 总计 | 不适用 | 3,817,268 |

表二：用于测试真实世界漏洞的应用程序。

生成正确的补丁，并将它们与开发人员创建的补丁进行比较。为了篇幅，我们只详细描述了其中的两个补丁。第三，我们将Senx与最先进的APR工具（包括Angelix和SemFix）进行比较。最后，我们使用一个更大的数据集来衡量循环克隆、访问范围分析和表达式翻译的适用性。

## A.实验装置

我们通过搜索在线漏洞数据库[10]、[15]、[33]、软件缺陷报告数据库、开发人员邮件组[5]、[37]、[41]和漏洞数据库[35]，选择Senx常用应用程序中的漏洞进行修补。我们关注的漏洞属于Senx目前可以处理的三种类型的漏洞之一。然后，我们选择满足以下三个标准的漏洞：1）触发漏洞的输入可用或可以根据可用信息创建，2）易受攻击的应用程序可以编译成LLVM位码并由KLEE正确执行，3）易受攻击的应用程序使用标准内存分配函数（如malloc）来分配内存，因为Senx目前依赖于此来推断对象的分配大小。Senx目前不支持使用自定义内存分配例程的应用程序。我们从安全研究人员的博客、错误报告、漏洞数据库、软件用户的邮件组或补丁提交的测试用例[2]、[3]、[6]、[35]、[44]、[56]中获取触发漏洞的输入或有关此类输入的信息。

从中，我们选择了42个真实世界中的缓冲区溢出、错误转换和整数溢出漏洞以及概念验证漏洞，以评估Senx在修补漏洞方面的有效性。这些漏洞来自表二所示的11个应用程序，其中包括8个媒体和归档工具和库、PHP、sqlite以及一组用于管理和创建二进制程序的编程工具。相关的漏洞包括19个缓冲区溢出、13个错误强制转换和10个整数溢出。

我们的所有实验都是直接在这些易受攻击的应用程序上进行的，这些应用程序位于一个具有四核3.40GHz Intel i7-3770 CPU、16GB RAM、3TB SATA硬盘和64位Ubuntu 14.04的桌面上。

*B.Senx在修补漏洞方面有多有效？*

对于应用程序的每个漏洞，我们在Senx下运行相应的程序，并使用漏洞触发输入。如果Senx生成了一个补丁，我们将手动检查补丁的正确性。如果Senx中止补丁生成，我们将检查是什么导致Senx中止。

我们的结果总结在表III中。“Type”列表示该漏洞是“B”缓冲区溢出、“C”错误转换还是“I”整数溢出。列“表达式”显示了Senx是否能够成功地构造合成补丁所需的所有表达式，因为某些代码构造可能包含超出Senx在其符号ISA中支持的理论的表达式。“循环分析”描述如果漏洞包含循环，是否使用循环克隆或访问范围分析（ARA）。“Patch Placement”列出了修补程序放置的类型：“trivity”表示修补程序放置在与漏洞相同的函数中，“Translated”表示修补程序必须转换为不同的函数。“数据访问”描述补丁谓词是否涉及复杂的数据访问，例如结构或数组索引中的字段。最后，“修补了？总结了Senx生成的修补程序是否修复了漏洞。Senx中止生成补丁的10个漏洞以红色突出显示。

在42个漏洞中，Senx生成了32个（76.2%）补丁，根据我们的三个标准，这些补丁都是正确的。在13个修补的缓冲区溢出中，循环分析大致分为循环克隆和访问范围分析（分别为6个和8个）。Senx选择不使用循环克隆主要有两个原因。首先，由于别名分析不精确，无法正确区分结构的不同字段，Senx使用的程序切片工具可能包含与将循环迭代计算成切片无关的指令。不幸的是，这些指令调用的函数可能有副作用，因此Senx不能使用切片。第二，在某些情况下，整个循环体的控制依赖于调用具有副作用的函数的结果。例如，CVE-2017-5225中涉及的循环仅在调用malloc成功时执行。因为malloc可以进行系统调用，Senx也不能克隆循环。

Senx必须将23.8%的补丁放在与存在漏洞的函数不同的函数中。这对于缓冲区溢出（31.6%的情况）尤其严重，它们必须将缓冲区分配与内存访问范围进行比较。这说明表达式转换对Senx的补丁生成能力有很大的贡献，特别是对于缓冲区溢出，缓冲区溢出构成了大部分内存损坏漏洞。48.5%的修补程序中也使用了Senx处理复杂数据访问的功能，这表明处理大量漏洞需要这种能力

Senx中止10个漏洞的补丁生成。这些中止的主要原因是Senx无法收敛到一个函数范围，在这个范围内，patch谓词中的所有符号变量都可用。还有一种情况（jasper-CVE-2017-5501），Senx无法找到合适的错误处理代码来合成补丁。在这些情况下，补丁程序需要对应用程序代码进行超出Senx能力范围的更重要的更改。在其他情况下，Senx检测到有多个补丁谓词的到达定义，但它没有执行输入。目前，Senx只接受单个漏洞触发输入执行的一个执行路径。在未来，我们计划通过允许Senx接受多个输入来覆盖其他到达定义存在的路径来处理这些情况。最后，由于循环克隆和访问范围分析都失败，Senx会因几个漏洞而中止。

*C.生产的贴片质量如何？*

对于Senx生成的每个补丁，我们手动检查补丁的正确性。为了确定修补程序是否正确，我们应用以下三个测试：a）将修补程序应用于目标程序，并验证漏洞触发输入不再触发漏洞；b）运行目标程序供应商提供的内置测试套件，以验证整个测试套件是否通过，c） 我们通过手动检查Senx生成的补丁是否以与官方补丁相同的方式影响目标程序的行为来检查与供应商发布的官方补丁的语义等价性（如果可用），并通过手动分析代码来检查语义正确性。我们认为只有当所有三个测试都通过时，修补程序才是正确的。我们的检查发现所有生成的补丁都是正确的。

在生成的32个补丁中，我们选择了2个补丁进行详细描述。

libtiff-CVE-2017-5225。这是libtiff中的堆缓冲区溢出，可通过巧尽心思构建的TIFF图像文件加以利用。溢出发生在函数cpContig2SeparateByRow中，该函数将TIFF图像解析为行，并根据每行的像素数和每像素的位数动态分配一个缓冲区来保存解析的图像。通过使用不一致的每像素位参数，攻击者可以导致libtiff分配小于像素数据大小的缓冲区，并导致缓冲区溢出。

当Senx通过使用特制的TIFF图像文件运行libtiff来捕获缓冲区溢出时，它首先标识缓冲区是使用变量scanlinesizein的值分配的，并且缓冲区的起始地址存储在变量inbuf中。因此它使用[inbuf，inbuf+scanlinesizein]来表示缓冲区范围。然后，Senx发现缓冲区溢出发生在3级嵌套循环中，用于访问缓冲区的指针依赖于循环诱导变量。Senx将该漏洞分类为缓冲区溢出。

循环克隆失败，因为循环片依赖于对\u TIFFmalloc的调用，后者随后调用malloc。因此，Senx应用了访问范围分析。访问范围分析检测到只有最外层和最内层的循环影响内存访问指针，并从提取的归纳变量计算表达式[inbuf，inbuf+spp\*imagewidth]来表示访问范围。

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | | 应用程序。 | CVE公司# | 类型 | 表达 | 回路分析 | 贴片放置 | 数据存取 | 修补了吗？ | | 橄榄石 | CVE-2013-7443 | 我 | 确定的 | — | 失败 | — | 7 | |  | CVE-2017-13685 | 我 | 确定的 | — | 琐碎的 | 简单 | 3 | | zziplib公司 | CVE-2017-5976 | B类 | 确定的 | 克隆 | 翻译 | 复杂 | 3 | |  | CVE-2017-5974 | 我 | 确定的 | — | 翻译 | 复杂 | 3 | |  | CVE-2017-5975 | 我 | 确定的 | — | 翻译 | 复杂 | 3 | | 杂烩 | CVE-2013-7437 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | | 立明 | CVE-2016-9264 | 我 | 确定的 | — | 琐碎的 | 简单 | 3 | | 利伯蒂夫 | CVE-2016-9273 | B类 | 不确定 | — | — | — | 7 | |  | CVE-2016-9532 | B类 | 确定的 | 克隆 | 琐碎的 | 复杂 | 3 | |  | CVE-2017-5225 | B类 | 确定的 | 阿拉 | 琐碎的 | 简单 | 3 | |  | CVE-2016-10272 | B类 | 确定的 | 阿拉 | 翻译 | 简单 | 3 | |  | CVE-2016-10092 | 我 | 确定的 | — | 翻译 | 简单 | 3 | |  | CVE-2016-5102 | 我 | 确定的 | — | 琐碎的 | 简单 | 3 | |  | CVE-2006-2025年 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | | 库存档 | CVE-2016-5844 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | | 碧玉 | CVE-2016-9387 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | |  | CVE-2016-9557 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | |  | CVE-2017-5501 | C级 | 确定的 | — | 失败/错误处理 | — | 7 | | ytnef公司 | CVE-2017-9471 | B类 | 确定的 | 克隆 | 琐碎的 | 简单 | 3 | |  | CVE-2017-9472 | B类 | 确定的 | 克隆 | 琐碎的 | 简单 | 3 | |  | CVE-2017-9474 | B类 | 确定的 | 失败 | — | — | 7 | | 菲律宾比索 | CVE-2011-1938 | B类 | 确定的 | 阿拉 | 翻译 | 简单 | 3 | |  | CVE-2014-3670 | B类 | 确定的 | 阿拉 | 翻译 | 复杂 | 3 | |  | CVE-2014-8626 | B类 | 确定的 | 克隆 | 琐碎的 | 简单 | 3 | | 比努蒂尔斯 | CVE-2017-15020 | B类 | 确定的 | 阿拉 | 翻译 | 简单 | 3 | |  | CVE-2017-9747 | B类 | 确定的 | 克隆 | 翻译 | 简单 | 3 | |  | CVE-2017-12799 | 我 | 确定的 | — | 琐碎的 | 简单 | 3 | |  | CVE-2017-6965 | 我 | 确定的 | — | 失败 | — | 7 | |  | CVE-2017-9752 | 我 | 确定的 | — | 翻译 | 简单 | 3 | |  | CVE-2017-14745 | C级 | 确定的 | — | 失败 | — | 7 | | 自动追踪 | CVE-2017-9151 | B类 | 不确定 | — | — | — | 7 | |  | CVE-2017-9153 | B类 | 不确定 | — | — | — | 7 | |  | CVE-2017-9156 | B类 | 确定的 | 阿拉 | 琐碎的 | 简单 | 3 | |  | CVE-2017-9157 | B类 | 确定的 | 阿拉 | 琐碎的 | 简单 | 3 | |  | CVE-2017-9168 | B类 | 确定的 | 失败 | — | — | 7 | |  | CVE-2017-9191 | B类 | 确定的 | 阿拉 | 失败 | — | 7 | |  | CVE-2017-9161 | C级 | 确定的 | — | 琐碎的 | 简单 | 3 | |  | CVE-2017-9183 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | |  | CVE-2017-9197 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | |  | CVE-2017-9198 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | |  | CVE-2017-9199 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 | |  | CVE-2017-9200 | C级 | 确定的 | — | 琐碎的 | 复杂 | 3 |   表III:Senx生成的补丁 |

因为缓冲区范围和访问范围都从inbuf开始，所以Senx将patch谓词合成为spp\*imagewidth>scanlinesizein。然后，Senx发现cpContig2SeparateByRow包含错误处理代码，该代码的标签为bad，并生成如下修补程序。由于缓冲区分配和溢出发生在同一个函数中，Senx将补丁放在缓冲区分配之前。

     i f（spp imagewidth>s c a n l i n e s i z e i n）\*

         变坏了；

官方补丁调用相同的错误处理，并放置在与Senx补丁相同的位置。然而，官方补丁检查“（bps！= 8)”. 通过进一步的分析，我们发现这两个补丁是等价的，尽管人工生成的补丁依赖于libtiff格式的语义，而Senx的补丁直接检查循环不能超过分配的缓冲区的大小。

libarchive-CVE-2016-5844。libarchive中的ISO解析器中的此整数溢出可通过巧尽心思构建的ISO文件导致拒绝服务。当函数choose\u volume将块索引（32位整数）与常量相乘时，会发生溢出。这可能会超过由32位整数表示的最大值，并溢出为负数，然后用作文件偏移量。

Senx在使用特制的ISO文件运行libarchive的ISO解析器时检测到整数溢出。它将溢出值的表达式生成为2048和vd→location的乘积。此外，Senx检测到溢出值被分配给64位变量skipsize，因此将其分类为可修复整数溢出。Senx通过在相乘之前将32位值强制转换为64位值来修补此漏洞：

−s k i p s i z e=逻辑块大小vd−>l o c a t i o n；+s k i p s i z e=2048（i n t 6 4−t）vd−>l o c a t i o n；\*\*

官方补丁与Senx生成的补丁基本相同。唯一的区别是，官方补丁使用的是常量逻辑块大小，而不是乘法中的等价值2048。

## D.与其他工作的比较

为了说明Senx能否解决现有APR工具的局限性，我们评估了Senx对SemFix[34]和Angelix[30]的有效性。因为SemFix和Angelix需要为每个应用程序和漏洞付出相当大的努力，所以我们只能对一个应用程序autotrace的两个漏洞进行比较。我们将所有四个内置测试输入用于autotrace，将50个随机生成的输入用于示例，并为每个漏洞使用一个易受攻击的触发输入。

在这两种情况下，Semfix和Angelix都无法生成修补程序，这可能是因为它们无法定位要更改的现有程序构造以通过正测试输入和负测试输入，或者它们无法合成保护语句以防止触发漏洞。另一方面，Senx能够为这两个漏洞生成工作补丁。

## E.适用性

我们评估循环克隆、访问范围分析和表达式翻译在更大数据集上的适用性。为了生成这样的数据集，我们从GNU Coreutils中的11个程序中提取访问内存缓冲区的所有循环以及这些缓冲区的分配，而不管它们是否包含漏洞。然后我们将Senx的循环分析应用于所有的循环，发现循环克隆可以应用于88%的循环，访问范围分析可以应用于46%的循环。这与我们从漏洞得出的结果是一致的。为了篇幅，我们在附录中描述了这些实验的细节。

# 八。相关工作

## A.自动生成补丁

利用修复模式。通过观察常见的人类开发者生成的补丁，PAR使用固定模式生成补丁，例如改变方法参数、添加空校验器、调用具有相同参数的另一个方法、以及添加数组绑定检查器[20 ]。SEX与PAR在两个方面不同。首先，PAR是无法生成补丁时，正确的变量或方法合成一个补丁是不可访问的故障函数或方法。第二，PAR使用尝试和错误的方法，不仅尝试在给定的bug上对每个固定模式进行尝试，而且尝试在故障函数或方法中可访问的变量或方法来合成补丁。相反，Senx采用了一种引导性的方法来识别给定bug的类型，并选择相应的补丁模型为bug生成补丁，并根据补丁模型提供的语义信息系统地找到正确的变量来合成补丁。

LeakFix通过在正确的程序位置为泄漏的内存分配添加内存释放语句来修复内存泄漏错误[16]。通过将程序抽象为只包含与内存分配、释放和使用相关的程序语句的CFG，LeakFix将查找内存泄漏修复的问题转化为搜索CFG边缘，在该边缘可以添加内存释放语句来修复内存泄漏，而不会引入新的bug。

使用程序突变。GenProg是一项开创性的工作，它能诱导程序突变，即通过遗传编程生成补丁[55]。利用测试套件，它将重点放在为阴性测试用例而不是为阳性测试用例执行的程序代码上，并利用程序突变产生对程序的修改。作为对其程序变异算法的反馈，它考虑了修改后的程序通过的正测试用例和负测试用例的加权和。将程序突变的所有结果视为一个搜索空间，其继承者通过改变使用补丁而不是抽象语法树来表示修改和利用搜索空间并行性来提高可伸缩性[23]。

使用SMT解算器。SemFix[34]和Angelix[30]使用约束求解来找到所需的表达式，以替换程序中使用的不正确表达式。通过使用触发缺陷的输入和不触发缺陷的输入来象征性地执行目标程序，它们确定了目标程序必须满足的约束，以便正确处理这两种输入。然后，他们使用基于组件的程序合成（componentbased program synthesis）来合成一个补丁，该补丁将变量、常量和算术运算等组件结合起来，合成一个符号表达式，使目标程序满足所识别的约束。

从正确的代码中学习。Prophet从现有的正确补丁中学习[27]。它对从每个补丁的抽象树中提取的两个特征使用参数化对数线性概率模型：1）补丁修改原始程序的方式；2）补丁访问的值如何被原始程序和被补丁程序使用之间的关系。在概率模型中，它将为缺陷生成的候选补丁按其正确性概率进行排序。最后使用测试套件测试候选补丁的正确性。与其他生成和验证自动补丁生成技术一样，它的有效性取决于测试套件的质量。

## B.缓解安全漏洞

强化计划。防止漏洞被利用的一种方法是加强程序，使其对恶意输入更具鲁棒性。软件故障隔离（SFI）仪器在内存操作前进行检查，以确保它们不会损坏内存[18]、[31]、[52]、[57]。控制流完整性（CFI）学习程序的有效控制流传输，并验证控制流传输以防止执行攻击代码[13]、[51]、[58]。或者，一些技术修改关键内存区域的布局或权限，以检测或防止漏洞攻击[9]、[12]、[43]、[45]、[49]、[50]。

相比之下，Talos引入了快速响应安全解决方案（SWRR）的概念，它引导程序执行远离错误处理代码的漏洞，并将SWRR插入程序以防止恶意输入触发漏洞[19]。

虽然这些技术以额外的运行时开销或程序功能损失为代价来防止漏洞被利用，但Senx生成修补程序来修复漏洞，而不会产生这样的成本。

过滤输入。一些技术检测并简单过滤恶意输入[4]、[11]、[28]、[47]、[53]。其中，Bouncer结合静态分析和符号分析来推断攻击漏洞的约束，并生成一个输入过滤器来删除这些恶意输入[11]。Shields将漏洞建模为协议状态机，并在此基础上构建网络过滤器[53]。

虽然这些技术中的大多数是通过恶意输入的语义或语法来识别恶意输入，但其中一些技术侧重于漏洞的语义[4]，[28]。与这些技术类似，Senx还使用漏洞的语义来合成补丁。但是，Senx有一个不同的目标，即生成修补程序来修复漏洞。

整流输入。除了过滤输入，一些技术还可以纠正恶意输入，以防止它们触发漏洞。通过污点分析，SOAP通过观察良性输入的程序执行来学习对输入的约束。它从学习到的约束中识别出违反约束的输入，并尝试更改输入以使其满足约束。这样做，不仅使输入无害，而且允许正确处理校正输入中的所需数据[25]。

根据观察，嵌入在输入中的攻击代码通常容易受到任何轻微更改的影响，A2C使用一次性字典对输入进行编码，并且仅当程序执行超出可能存在漏洞的路径时才对其进行解码，以禁用嵌入的攻击代码[21]。

# 九、 结论

本文介绍了Senx系统的设计和实现，该系统利用人类指定的安全属性来生成缓冲区溢出、错误转换和整数溢出漏洞的修补程序。Senx使用了本文介绍的三种新的程序分析技术：循环克隆、访问范围分析和表达式翻译。此外，SENX使用一个表达式表示，便于将从符号执行中提取的表达式翻译成C/C++源代码。通过这些技术，Senx可以为42个真实世界漏洞中的76%正确生成补丁。Senx的主要限制是循环克隆的别名分析精度有限，并且无法收敛表达式以在程序中找到所有必需变量都在范围内的位置。
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# 附录

我们测量了表达式翻译能够将内存访问范围和缓冲区分配大小收敛到单个函数范围的频率，发现在85%的情况下它能够这样做。

我们使用表IV中所列的GNU Coreutils的11个程序来评估我们分析技术的适用性。Senx的访问范围分析中止的最常见原因是LLVM无法规范化循环。例如，解析字符串输入的循环迭代的次数取决于字符串的内容。这样的字符串不能通过访问范围分析进行符号分析。

要了解导致表达式翻译中止的原因，我们尝试将缓冲区大小和内存访问范围聚合起来，以便成功地分析并将结果制成表V中的表格。“访问范围”列列出了循环调用堆栈中表达式转换可以将内存访问范围转换为和“缓冲区范围”的函数的平均百分比将表达式转换可以将缓冲区分配大小转换为的缓冲区分配调用堆栈中函数的平均百分比制成表格。最后，“Converged”表示在所有循环中，有多少百分比的表达式可以找到一个

|  |  |  |  |
| --- | --- | --- | --- |
| 程序 | 类型 | SLOC公司 | LLVM位码 |
| 沙512sum | 数据校验和 | 581 | 135 KB |
| 公共关系 | 文本格式 | 1,723 | 194KB |
| 头 | 文本操作 | 761 | 109KB |
| 目录 | 目录列表 | 3,388 | 418KB |
| 外径 | 文件转储 | 1,368 | 237KB |
| 长征 | 目录列表 | 3,388 | 418KB |
| 比较基准64 | 数据编码 | 238 | 91KB |
| 厕所 | 文本处理 | 784 | 120 KB |
| 猫 | 文件连接 | 495 | 182KB |
| 分类 | 数据排序 | 3,251 | 433亿 |
| 打印F | 格式化和打印数据 | 694 | 198KB |
| 平均值 | 不适用 | 1,516 | 230 KB |

表四：适用性评估程序。

|  |  |  |  |
| --- | --- | --- | --- |
| 程序 | 访问范围 | 缓冲区范围 | 聚合 |
| 公共关系 | 100% | 10% | 100% |
| 头 | 100% | 25% | 100% |
| tr公司 | 86% | 36% | 100% |
| 外径 | 54% | 16% | 58% |
| 猫 | 100% | 33% | 100% |
| 目录 | 71% | 14% | 57% |
| 长征 | 42% | 33% | 34% |
| 比较基准64 | 100% | 33% | 100% |
| MD5总和 | 100% | 33% | 100% |
| 沙512sum | 97% | 80% | 97% |
| 分类 | 91% | 10% | 90% |
| 平均。 | 85% | 29% | 85% |

表五：表达式翻译的收敛性。

用于放置修补程序的通用函数范围。如我们所见，缓冲区分配大小似乎经常采用在调用堆栈中计算得相当接近分配点的参数，而这些值在调用链的高层不可用，因此限制了许多情况下可以收敛到的函数范围。